**Discussion 7: Intro to Recursion**

**Factorials are Factorials Times Factorials**

**Factorials are defined as the product of a positive integer and all consecutive smaller  positive integers. For example, factorial (5) = 5 x 4 x 3 x 2 x 1. Fill in the code below to  recursively compute a factorial. Don’t worry about the case of n < 1.**

factorial(n):

if n==1 :

report (1)

else:

report(n\*factorial (n-1)

**PalindromeemordnilaP**

1. **A palindrome is a word that is spelled the same way forwards and backwards. In other words,  the first letter must equal the last letter, the second letter must equal the second to last letter  ... etc. For the purposes of this problem, all zero-letter and one-letter words are palindromes.**

def palindrome (string):

    a=0

    b=-1

    for item in string:

        if (string[a]==string[b]):

            a+=1

            b-=1

        else:

            return (False)

        return (True)

**B) Fill in the progression of calls to: is (racecar) a palindrome?**

**ing the above information, fill in the recursive palindrome function.**

**You have access to  the two functions below.**

is (racecar) a palindrome?

is (aceca) a palindrome?

is (cec) a palindrome?

is (e) a palindrome?

TRUE

**Where are These Cats Coming From?!**

**In the following exercise, we will address how to construct and how to think about fractals  recursively. You may assume that the sprite starts off at the leftmost part of each level, facing  right. *Note that each level is 1/3 of the size of the previous level.***

![https://lh4.googleusercontent.com/cT_j6o9Tj607eJhQkiWvOTOsdss4UVnSHnPHL9lcxptgmQFYlcS5vpSmWGbJ04EG2J_ulJqjVU1QjqBwCF3e29-0tGav6CiSx-liMJuABDozoEQpziyaSP7RVbv_JaJ4wtO7nwBm](data:image/png;base64,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)

***Level 1***
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1. Which level corresponds to the base case?

Level 1

2) For our base case, in what direction does our sprite start and end in?

Right (90°)

3) In each level, circle each instance of the previous level. Each of these instances refers to one recursive call.

See above

4) What does the sprite do between each of the recursive calls?

Draws a horizontal line

**Challenge Problems**

**1) Write the function “Boring Multiply,” which takes as input a number and a list,**

**and recursively  multiplies every item of the list by the number. It should**

**output a new list containing the  multiplied values (in order) without modifying**

**the input list.**

def mal (Number, list):

    i= [Number\*a for a in list]

    return (i)

2) Now the real fun begins. Write the function “Index Multiply,” which takes as input a list, and recursively multiplies every item of the list by its index (i.e., position) in the list. It should output a new list containing the multiplied values (in order) without modifying the input list. This problem is harder than it may seem at first glance…don’t be afraid to think creatively!

def Index \_ Multiply (list):

    list1 = []

    b=0

    a=1

    for i in list:

        list1.insert(b, a \* i)

        a+=1

        b+=1

    return(list1)